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1 Introduction

Following [7], User stories are short, simple descriptions of a feature told from the perspective of the person who desires the new capability, usually a user or customer of the system. [28] acknowledged that no unification is provided in User Story (US) templates. Indeed, the general pattern (which is the one tackled in this paper with no
further extensions) relates a WHO, a WHAT and possibly a WHY dimension\(^1\), but different keywords are used in these dimensions in practice (e.g. Mike Cohn’s \textit{As a <type of user>}, \textit{I want <some goal> so that <some reason>} \cite{7}). Moreover, in the literature, no semantics are ever associated to these keywords (see \cite{28}). This is why, \cite{28} conducted research to find the majority of templates used in practice, sort them and associate semantics to each keyword. These semantics were derived from several sources and frameworks (by order of importance \cite{32,25,20,9}); some of these are derived from Goal-Oriented Requirements Engineering (GORE, see \cite{12}). After performing a redundancy analysis, a first selection of keywords with associated semantics was performed. Then, applying them on large test sets led to a sub-selection of keywords forming a unified model (see Section 3.3). In the end, most of the semantics adopted for the remaining keywords were selected from the i* framework (i-star \cite{32,31,34,33}); this is due to the research design that favored adopting a consistent framework. Note that it is not the i* framework that is fully rebuilt for tagging US since concepts like the resource, the agent, etc. are not included in the unified model. The capability, another concept not existent in i*, has been included in the unified model (see \cite{28} for details). Authors demonstrated the applicability of this unified model of US templates onto a test set made of both US examples and cases.

One may indeed wonder whether such a model is useful for agile practitioners. In the end, why should US be “tagged” to a certain template or keyword and not simply expressed following the WHO/WHAT and WHY structure without more refinement. The main advantage of tagging is that, if done respecting the semantics associated to the concepts, it gives information about the nature of the US element (and thus also its granularity if the element is functional). Such information could possibly be used later on for analysis or structuring of the problem as for example pointed out by \cite{17}. US are often structured using the \textit{User Story Mapping} technique (see \cite{22}); the latter uses \textit{Story Maps} – which are hard to maintain and read – so that other techniques for visual representation could be welcome.

In this perspective, we suggest to explore the visual representation of US starting from a set of US tagged following the model of \cite{28}. Since the latter unified model is largely inspired by i* semantics, this paper overviews how one can build a diagram in the form of a tree using the constructs of the i* Strategic Rationale (SR) diagram with the elements contained in sets of US. The goal is thus not to use the SR as such, but to build a graphical notation largely inspired by the SR convenient for the representation of the US elements and build their refinements, compositions and decompositions in order to group them consistently. In the requirements engineering process built out of our contribution, we point to keep up with agile principles and build the set of US first then generate a rationale diagram\(^2\) on their basis. Indeed we do not believe that

\[^1\] Examples are provided in Table 1.

\[^2\] In this paper, we refer to the \textit{rationale diagram} as the diagram that we build in order to visually represent US elements issued from a US set and their links. It is not a SR diagram.
starting from i* modeling in agile development could, as such, be adopted as an alternative to USM because the approach is very abstract and often starts with as-is requirements representation. It is thus not really in line with what agile modelers are expecting for requirements representation. Nevertheless, an i*-like diagram furnishing a consistent visual representation of an existing US set thus providing a graphical representation of the system-to-be only provides added value and is in line with agile expectations.

Our proposal is illustrated through a running example about carpooling. Carpooling deals with the sharing of car journeys so that more than one person travels into the car. In this context, it takes increasing importance to save gas, reduce traffic, save driving time and control pollution. ClubCar is a multi-channel application available as an Android application, SMS service and Interactive Voice Response (IVR) system. Users of ClubCar are riders and/or drivers that can register by SMS, voice or through an Android app. Roughly speaking the software allows drivers to propose rides and submit their details with dates, times, sources and destinations while riders can search for available rides [24]. This example is part of a bigger case study and US have been selected to be representative. Nevertheless, the full application of the methodology on a real-life case with a study of all encountered issues is left for future work.

The paper is structured as follows. Related work is discussed in Section 2 while Section 3 exposes a meta-model of elements aiming at grouping US (macro-level) as well as decomposing US (micro-level). The meta-model to build US templates issued from previous research [28] is also described. Section 4 explicitly maps the elements of the US template meta-model with the elements of the SR model to use its reasoning techniques with a project's US. Section 5 abstracts the different cases we can face within the edition of US using the reasoning approach of the SR model, how Epic US can be identified in these cases and how US can be grouped around Themes. Section 6 discusses its inclusion in the agile software process while Section 7 discusses the automation of the approach and its support through a Computer-Aided Software Engineering (CASE) tool. Section 8 discusses the validity, the threats to validity, the scalability of the approach and future works. Finally, Section 9 concludes the paper.

2 Related Work

Our work aims to organize US on the basis of a proper granularity analysis. Among other sources, the need for granularity levels in US-based modeling has been identified in [17]. The problem of poor scalability of agile methods because of poor granularity identification in requirements representation has been identified in [19,13].

The process of transformation from a set of US to an SR diagram can be compared to a more formal approach to User Story Mapping (USM, see [22]). USM is the industry adopted technique that relates the most to our approach. Within a project, USM is

strictly speaking but uses close notation and constructs (this is built-up and motivated in the paper). For a complex case this rationale diagram is made of several decomposition trees.
intended to produce a Story Map (SM) which is a map of a project’s US according to (i) the level of abstraction, (ii) the sequence (horizontal dimension), and (iii) the priority (vertical dimension).

Basically, USM defines three layers: the backbone which represents an entire user activity (or process), the walking skeleton which represents a user task and the slice US which represents a small, implementable and concrete US [22]. We informally evaluate a possible alignment with elements present in our approach (see Section 3.3 for their definition). The USM user activity – which is an abstract objective – could then be compared to a US containing a Goal in its WHAT dimension while the USM user task – which makes the former objective more concrete – could be compared to a US containing a Task in its WHAT dimension and, finally, the USM implementable US – which is the most concrete and atomic one – could be compared to a US containing a Capability in its WHAT dimension. We could thus say that, by nature, granularity of elements is not what distinguishes our approach from USM. This is rather interesting since the model of [28] that we base our approach upon has been built from existing sets of US templates and examples and, empirically, also distinguished 3 required granularity levels. Nevertheless, our approach diverges from USM in the use of a graphical notation inducing the use of formal links between US elements while USM uses story cards with a color-coding technique. This allows only limited expressiveness and flexibility in US manipulation. Indeed, one finer-grained US can then only relate to one coarser-grained US where we could define multiple links.

When compared to USM, a bit more effort is required with the technique we propose in this paper since we split a US in 2 or 3 dimensions and we use the graphical representation of i*. Nevertheless, this leads to:

– a graphical representation of requirements. SM remain limited to post-its on a board or even on the ground;
– a structuring of requirements where we can:
  • systematically eliminate redundant US elements. A SM is aimed to achieve a comparable process but with a refinement on the basis of the WHAT and WHY dimensions; our process offers finer possibilities.
  • study the dependencies of US to other US (thus multiple possible dimensions) notably useful for the identification of Theme US. SM hierarchy is limited since a US can only be under the column (scope) of one Epic US;

We thus argue that with comparable modeling effort we make use of a more precise model to build the system-to-be.

[27] envisages a transformation approach from sets of US tagged with the model of [28] to a Use Case Diagram. Roughly speaking the authors point to the transformation of goal elements as well as some task elements to use-cases in a use-case diagram. The approach delivers a coarse-grained representation of the system-to-be but fails to bring a decomposition approach necessary to study US inter-dependencies as we build-up in this paper.
3 Research Design

This section exposes the “building blocks” used within this research. Our main goal is to be able to group US on the basis of their interdependencies. A few concepts have been proposed in agile literature\(^3\) from which we have built up a meta-model. At the macro-level, detailed in Section 3.1, relationships with US concepts are highlighted. US of various granularity levels require to be composed/decomposed into other US or be grouped with other US around common themes. Features are also required for the proper fulfillment of US. We also propose to decompose US through their dimensions in so called **Descriptive Concepts** to allow their analysis. Section 3.2 depicts this microlevel. Finally, Section 3.3 depicts the meta-model to generate US templates.

3.1 Macro-level: Ways to Organize User Stories

We first distinguish a US macro-level dealing with the grouping of US into depending (i.e. relating) sets. We thus envisage here the US as potential building blocks serving for project composition/decomposition. US are indeed subject to a process of sorting and dropping early on into the development project [18]; an initial identification of the US hierarchy using precise semantics could help (i) addressing priorities among coherent and non-redundant sets of US and (ii) manage changing requirements by understanding the impact of changes.

Figure 1 presents our meta-model of the US concepts in its project environment. At this macro-level, the aim is to identify what elements could be used (i) to group US, (ii) to abstract them or (iii) to see what technical elements should be provided by the system and that they are concerned with.

![US as Macro-Level Structures: Meta-Model](image)

**Fig.1. US as Macro-Level Structures: Meta-Model**

---

\(^3\) We have focused on the available sources describing the eXtreme Programming (XP) and SCRUM methods.
The *User Story* class represents the US characteristics as a whole. Chronologically, US are written by the customer or product owner at the earliest stages of the project and put in the product backlog with an (implementation) priority and an *amountOfPoints* which refers to the number of *User Story Points* (USP)\(^4\)\([6,14]\). These elements have thus been added as attributes to the *User Story* class. Other attributes required for process management are included within the *User Story* class. Indeed, US are written onto *User Story Cards* (USC). To support their implementation, we enrich the *User Story* class with a *status* attribute which contains the status of the US on the USC. The value of the *status* in the USC can be threefold: *Open User Story* (*O US*), *In Progress User Story* (*IP US*) and *Completed User Story* (*C US*) \([21]\). In addition, the *conversation* attribute contains the detailed discussion about the US.

The *AcceptanceTest* \([6]\) class encapsulates the set of predefined tests for a US. This is used to validate whether the US satisfies stakeholders’ requirement(s). This can be a normal/abnormal scenario and is defined by the tester.

Some US need to be refined into other ones since they are too abstract (coarse-grained) to be estimated, implemented and tested at once. These are called *Epic US* \([6]\). The latter are indeed US with a high-level of abstraction meaning that they must be refined/decomposed into smaller US to describe the requirement more precisely. These US are represented by the class *Epic* inheriting from the class *User Story*.

A *Theme* is a collection of related US \([6]\). We model it using the *Theme* class as a grouping of a set of lower level US.

Finally, *Features* inherently relate to technical elements not expressed into US but that must be provided by the system. Indeed, *a feature is a delimitable characteristic of a system that provides value for stakeholders* \([9]\). This definition can be refined by ... *a unit of functionality of a software system that satisfies a requirement, represents a design decision, and provides a potential configuration option* \([2]\). As highlighted in \([5]\), the feature is unique when compared to the other semantics because it refers to part of the system that satisfies a functional or non-functional requirement and thus shapes part of the structure of the system-to-be. The *Feature* class represents the concept.

### 3.2 Micro-level: Decomposing a User Story in Descriptive Concepts

Within Figure 2, the meta-model of the previous section is enriched with the constituting elements of the US; we refer here to this US view as the micro-level.

\[^4\] The amount of USP represents the estimated effort required to implement the US.
Rather than using the US as a whole within the requirements analysis process, we suggest, in our research design, to decompose the US on the basis of their WHO, WHAT and, when available, WHY dimensions. For the sake of uniformity, these elements are all characterized as Descriptive Concepts (D.C). When decomposed into a set of D.C, the dependency between D.C is intended to be further studied (see Section 3.3). Each element of a US template relating to one of the 3 dimensions is then an instance of the D.C class. For the template As a <role>, I need a <task> so that <goal>, we have 3 instances of the D.C class: one for role, one for task and one for goal. The dimension attribute thus compulsorily takes one of the values WHO (for role), WHAT (for task) or WHY (for goal) and the syntax attribute takes the syntax of the concept name (e.g. role, task, goal, ...). The semantic attribute relates to the definition of the D.C. The list of all the possible D.C is given in the form of a meta-model allowing us to define US templates in Section 3.3.

Finally, since different D.C can be linked together, we introduce the Link class that represents the possible different types of links between two D.C. The possible instances of the Link class will be studied in Section 4.3.
3.3 Unified-Model of User Stories’ Descriptive Concepts

As evoked, [28] suggests building a unified model for designing US templates. The interested reader will refer to the latter reference for the research details and process and we use this model as reference. Figure 3 represents the meta-model of US templates. A US template can be designed taking an element from the WHO, WHAT and possibly WHY dimensions. The link between the classes conceptually represents the link from one dimension to the other. Concretely, the unidirectional association from the Role to one of the Capability, Task or Goal classes implies that the target class instantiates an element of the WHAT dimension (always tagged as wants/wants to/needs/can/would like in the model). Then, the unidirectional association from one of these classes instantiating the WHAT dimension to one of the classes instantiating the WHY dimension (always tagged as so that into the model) implies that the target class eventually (since 0 is the minimal cardinality) instantiates an element of the WHY dimension. A US template supported by our model is for instance: As a <Role>, I would like <Task> so that <Hard-goal>.

Each concept is associated with a particular syntax (identical to the name of the class in Figure 3) and a semantic. The syntax and semantics of the model are summarized here. As a result of the research conducted in [28], the couples syntax/semantic are the following:

- A role is an abstract characterization of the behavior of a social actor within some specialized context or domain of endeavor;
- A task specifies a particular way of attaining a goal;
- A capability represents the ability of an actor to define, choose, and execute a plan for the fulfillment of a goal, given certain world conditions and in the presence of a specific event;
- A hard-goal is a condition or state of affairs in the world that the stakeholders would like to achieve;
- A soft-goal is a condition or state of affairs in the world that the actor would like to achieve. But unlike a hard-goal, there are no clear-cut criteria for whether the condition is achieved, and it is up to the developer to judge whether a particular state of affairs in fact achieves sufficiently the stated soft-goal.

Only the Role is used as possible element in the WHO dimension, this is justified in [28].

These are thus the semantics that we consider valid for our requirements modeling framework, other agile frameworks may have a different interpretation (so other semantics/definitions associated to these concepts, e.g. the Scaled Agile Framework 4.0 very recently introduced the capability concept as a very abstract element, see [16,15]). A few more explanations are nevertheless required to be able to distinguish a Hard-goal from a Task and a Capability element.

The Hard-goal is the most abstract element; there is no defined way to attain it and several ways could be followed in practice. It is indeed part of the problem domain. The Task that represents an operational way to attain a Hard-goal. It is thus
part of the solution domain. An example of a Hard-goal could be to Be transported from Brussels to Paris; it can be the Hard-goal of a traveler but there are several ways to attain this Hard-goal (by train, by car, etc.).

The Task and the Capability represent more concrete and operational elements but these two need to be distinguished. The Capability could in fact be modeled as a Task but the Capability has more properties than the former since it is expressed as a direct intention from a role. In order to avoid ambiguities in interpretation, we point to the use of the Capability element only for an atomic Task (i.e., a task that is not refined into other elements but is located at the lowest level of hierarchy). A Task could then be Move from Brussels to Paris by car and a Capability would be Sit in the car.

Finally, since the reader may raise the question why is the Capability concept required if it represents a Task that is atomic, thus why not represent it as a Task? First of all, the study of [28] started on an empirical basis and lead to the identification of 3 levels of refinement, therefore these were required “from the field”. The approach used by User Story Mapping (see Section 2) also consists in three levels of refinement.

The set possible US templates that can be derived from the meta-model in Figure 3 and thus resulting of the research in [28] is:

- As a <Role>, I want/want to/need/can/would like <Task>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Task>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Hard-goal>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Soft-goal>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Task>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Hard-goal>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Soft-goal>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Hard-goal>;
- As a <Role>, I want/want to/need/can/would like <Task> so that to <Soft-goal>.

- As a <Role>, I want/want to/need/can/would like <Soft-goal>.
4 A Graphical Notation for US Dependency Analysis: Micro-Level Approach

The purpose of this section is to explicitly map the concepts of the unified model of US templates with the concepts issued from the Strategic Rationale (SR) Model; this would allow deriving a relevant graphical notation to be used for reasoning around a project US.

4.1 The WHO Dimension: Graphical Notation

Within the WHO dimension, we only find, in the unified model, the Role concept.

The Role concept has semantics issued from the i* framework and is thus “natively” supported by the SR model with a defined icon (see Figure 4). Similarly, the boundary of the actor is defined as a circle associated to the role as within the SR model. This graphical notation is thus also adopted here within the graphical representation of WHO-dimension US elements.

4.2 The WHAT and WHY Dimensions: Graphical Notation

Within the WHAT and WHY dimensions we find, in the unified model, the Task, Capability and Goal concepts. The latter must be a Hard-goal or Soft-goal so that we have 4 concepts in total that need to be represented in these two dimensions.

All of these concepts – except the Capability – have semantics issued from the i* SR model and are thus supported by a defined icon (see Figure 4). These graphical notations are thus also adopted here for these 3 concepts within the graphical representation of WHAT and WHY US elements.

The Capability concept with its associated semantics is not a requirements modeling concept but rather an agent-oriented design one not “natively” supported by the SR model. The relevancy of its inclusion in the unified model has been discussed in [28] and, as evoked earlier, we keep it for the modeling of atomic Tasks (of course performed by a determined Role). As shown in Figure 4, we introduce a genuine icon for this concept. We also add a constraint on this element: it cannot be used as an entire mean in a means-end decomposition (see next section) because it is atomic (i.e. low level and concrete).
Now that we have set up the icons for the different elements, we need to study the possible types of links between elements of the WHAT and/or of the WHY dimension. Three types of links between elements are specifically defined for the SR model; these are:

- **Means-end links** which indicate a relationship between an end, and a means for attaining it. The “means” is expressed in the form of a task, since the notion of task embodies how to do something, with the “end” is expressed as a goal. In the graphical notation, the arrowhead points from the means to the end [32];

- **Decomposition links** are more specifically associated to tasks, indeed a task element is linked to its component nodes by decomposition links [32]. Moreover, a task can be decomposed into four types of elements: a subgoal, a subtask, a resource, and/or a softgoal - corresponding to the four types of elements. The task can be decomposed into one to many of these elements. These elements can also be part of dependency links in Strategic Dependency model(s) when the reasoning goes beyond an actor’s boundary [32];

- **Contribution links** for contributions to Soft-goals, indeed any of these Contribution Links can be used to link any of the elements to a Soft-goal to model the way any of these Elements contributes to the satisfaction or fulfillment of the Soft-goal [32].

When a WHY dimension is present into a US, we can deduce that there is a link between the elements of the WHAT and the WHY dimensions even if this link is not necessarily a direct one. Intuitively we could think that there is compulsorily a means-end link (the WHAT element is a mean to attain the WHY element) but this cannot be stated as a rule (thus nor automated). Indeed, empirically a lot of cases can be found where the element in the WHY dimension is very coarse-grained and the element in the WHAT dimension atomic. Then, the WHAT element is just a step in the realization scenario rather than an entire mean to achieve the element in the WHY
dimension. This means that if the WHAT element is a Capability or a Task located on a low level basis, that is, a step or partial set of steps in the realization of an element expressed in a very coarse-grained manner in the WHY dimension (like a Hard-goal but could also be a Task or a Soft-goal), then the diagram representing the set US may contain elements between the elements of the WHAT and WHY dimensions of this single US.

The modeler has to create the links between the DC in function of the requirements/domain analysis. The study and linking of elements lead to a tree hierarchy in SR diagram fashion. That way, an analysis of the alternatives (means-end) and of the possible redundancy (in the decompositions) could also be performed.

Note that a decomposition within our model can cross the boundaries of a single role. This is represented in the form of a dependency within a classical i* Strategic Dependency model. We here focus on decomposition only, so that we do not include dependency associations that would increase the complexity of the diagram (see examples in Table 2 and Figure 6).

5 Towards a Rationale Analysis for US Hierarchy and Grouping: From Micro to Macro Level

This section is aimed to study how the i* SR models’ constructs can be used to build a custom rationale diagram (so it is not strictly speaking an i* SR diagram but it is however largely inspired by it) aligned with a set of US in order to highlight Epic US and group US belonging to the scope of an Epic one (so sharing a same Theme). Indeed, after the graphical mapping of elements made within the previous section, the remaining relevant question is to determine how to characterize an Epic US and determine US relating to the same Theme on the basis of a rationale analysis?

Intuitively, we envisage the Epic US as the ones containing elements at the highest level of the hierarchy of a decomposition model. Capabilities can thus not be considered for possible inclusion in the top-level element category because they should be expressed as role decisions on a very low (atomic) level. Similarly, Soft-goals are by nature non-functional so that they are not included in the category either. Relevant toplevel elements can thus be Hard-goals or Tasks. Hard-goals are abstract and need to be operationalized so that we choose to focus on elements with a concrete realization scenario and they will not be considered for being Epic US. Only the Task concept is then remaining and we define a top-level Task as a Task element that is not issued from the refinement of another Task element but that itself needs to be refined in more elements. Decomposition complexity and possible finer grained hierarchization of elements will be further discussed in Section 6.

Different possible cases for Epic US and Theme US identification are discussed in the rest of this section.

5.1 A Top Level Hard-goal (End), One Mean
Description If, for a top-level Hard-goal, there is only one means-end decomposition (which represents a possible way of satisfying the Hard-goal through a Task), then the US containing the Task at the source of the means-end decomposition as D C is an Epic.

Table 1. US sample issued from the ClubCar application development

<table>
<thead>
<tr>
<th>Dimension</th>
<th>Element</th>
<th>DC Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>WHO</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want to register to the service</td>
<td>Task</td>
</tr>
<tr>
<td>WHY</td>
<td>so that I can propose ride to go from A to B</td>
<td>Hard-goal</td>
</tr>
<tr>
<td>WHO</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want to propose a ride from A to B with the price, location and time of departure, and number of seats available</td>
<td>Task</td>
</tr>
<tr>
<td>WHY</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want to log in to the platform</td>
<td>Capability</td>
</tr>
<tr>
<td>WHY</td>
<td>so that I can register to the service</td>
<td>Task</td>
</tr>
<tr>
<td>WHO</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want to select the ride characteristics</td>
<td>Capability</td>
</tr>
<tr>
<td>WHO</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want to confirm the proposal</td>
<td>Capability</td>
</tr>
<tr>
<td>WHO</td>
<td>As a DRIVER</td>
<td>Role</td>
</tr>
<tr>
<td>WHAT</td>
<td>I want the RIDER to be satisfied of my service</td>
<td>Soft-goal</td>
</tr>
</tbody>
</table>

US. The rest of the (lower level) elements in the scope of this means-end decomposition belong to US of the same Theme.

Example Table 1 presents a set of US issued from the ClubCar application development. The scenario described in this section is represented in Figure 5 both in canonical form and instantiated to the US of Table 1. The US including the Task “Propose a ride from A to B with the price, location and time of departure, and number of seats available” is thus an Epic US because it is the top-level Task issued from the means-end decomposition of the Hard-goal “Propose a ride to go from A to B”. Moreover, the US containing all the elements refining the top-level Task are part of the same Theme. Also note that the Capability “Select appropriate service” was not initially present into the US set but has been added to ensure the consistency of the rationale analysis. Also note that the presence of the Soft-goal “Rider satisfied of my driver service” has no impact on the rest of the Epic and Theme identification process but its identification and representation can constitute a guidance for designers later.

5 Note that the Task could potentially be present in different US in the WHY dimension. We refer here to the US in the WHAT one. We may need to create the Epic US (thus with the
on in the software engineering process (the use of softgoals in the software architecture and design is however outside the scope of this paper).

**Task** in the WHAT dimension) because it may not be expressed as such in the set of US of the project. 

In our approach, a US containing a Capability element (necessarily in the WHAT dimension, see Section 3.3) can belong to different Theme groupings because these steps are relevant for the execution scenarios of different Epic US.

![Top-Level Hard-goal, One Means-End Decomposition.](image)

**5.2 A Top Level Hard-goal (End), Several Means**

Description If, for a top-level Hard-goal, there are two or more means-end decompositions (which represent possible ways of satisfying the Hard-goal through Tasks), then the US containing the Tasks involved in the means-end decomposition as DC are considered as Epic US. The rest of the (lower level) elements in the scope of each particular means-end decomposition belong to US of the same Themes.

Example Table 2 presents a set of US issued from the ClubCar application development. The scenario described in this section is represented in Figure 6 both in canonical form and instantiated to the US of Table 2. The US including the Task "Pay by SMS in domestic country" as well as the US including the Task "Pay by credit card" are thus Epic US because these are top-level Tasks issued from means-end decompositions of the Hard-goal “Pay for the car pooling service in function of the
country he is traveling in”. Moreover, the US containing all the elements refining these two top-level Tasks are part of the same Themes (so we have two Themes represented in Figure 6).

5.3 A Top Level Task, a Direct Decomposition

Description For a top-level Task not linked with a Hard-goal through a means-end decomposition, the US containing this Task is considered as an Epic US. The rest of the (lower level) elements in the scope of this Task decomposition belong to US of the same Theme.

<table>
<thead>
<tr>
<th>Dimension</th>
<th>Element</th>
<th>D C Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Hard-goal</td>
</tr>
<tr>
<td></td>
<td>I want to pay for the car pooling service in function of the country I’m traveling in</td>
<td></td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Task</td>
</tr>
<tr>
<td></td>
<td>I want to pay by credit card</td>
<td></td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Task</td>
</tr>
<tr>
<td></td>
<td>I want to pay by sms in my domestic country</td>
<td></td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Capability</td>
</tr>
<tr>
<td></td>
<td>I want to be able to select the payment desiderata so that I can pay by credit card</td>
<td>Task</td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Capability</td>
</tr>
<tr>
<td></td>
<td>I want to log in to the platform</td>
<td></td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As a RIDER</td>
<td>Role Capability</td>
</tr>
<tr>
<td></td>
<td>I need to defined the amount and the driver so that I can pay by SMS</td>
<td></td>
</tr>
<tr>
<td>WHO WHAT</td>
<td>As the ClubCar Application</td>
<td>Role Capability</td>
</tr>
<tr>
<td></td>
<td>I want to send a confirmation SMS so that when the payment by SMS has been performed</td>
<td>Task</td>
</tr>
</tbody>
</table>
Example This scenario is similar to scenario in Section 5.1 but without an upper Hardgoal of which the Task represents the means-end analysis. Because of this similarity, it is not illustrated here.

6 Impact on the Agile Software Process

This section studies the possible impact of integrating US analysis with the SR diagram into a US-based agile method.

6.1 Impact of Changing Requirements

The transformation approach from a set of US to the rationale diagram using the constructs of an SR diagram as presented in the paper is applied to a static set of US. Discovery and ability to deal with changing requirements is nevertheless one of the core willingness of agile methods. When requirements change, US are adapted so that the rationale diagram is impacted. The impact of a change in a US on other requirements (US) can be studied on other US. In other words, the impact of a change of a US or several US can be studied on the rationale diagram by overviewing the links of changing US elements with other US elements. This cannot (or hardly) be achieved on the basis of the list of US only or with USM and could thus provide added value at this level. Consistency between the set of US and the rationale diagram is ensured by the use of a CASE-Tool (see Section 7).

6.2 Impact Iterative Planning
One of the main potential uses of the rationale diagram built out of the set of US is as input to the planning game\(^6\). Indeed, as evoked, building trees within the rationale diagram allows us to distinguish Epic US and group US under a common Theme. Iterative and incremental development precisely requires such information for consistent iteration content planning.

Not all top-level Tasks found in an SR diagram should necessarily be the exclusive focus of one iteration. Indeed, an Epic US grouping a set of common Theme US could require to be treated in multiple iterations (or the opposite). This depends on the couple time/effort that can be/or is willing to be deployed on a single iteration:

- the type of iterative method to be used may vary. An agile method like eXtreme Programming (XP) \(^4\) or Scrum \(^23\) tends to iterate more times than a method like the Rational Unified Process (RUP\(^7\)) \(^10,8,11\) which includes 8 or 9 iterations at maximum in the whole project. Consequently, the time spent on an iteration may vary in function of the methodology used or life-cycle template;
- the amount of available resources to work on a single iteration may vary;
- the preferences of the software development team may vary leading to be willing to do more or less iterations in various amounts of time.

Calibration in the planning of Epic US in the fashion developed in the paper is thus required in function of the evoked parameters.

---

\(^6\) The planning game is the process (in agile methods like XP) of selecting the requirements on which the development team will focus during an iteration and aligning these requirements with the available development capacity (see for example \([4,3]\)).

\(^7\) Note that the RUP is not US driven but use-case driven. Moreover, strictly speaking, it is not considered considered as an agile method. Its life cycle template could nevertheless be driven by US and used in an agile fashion.
6.3 Generic Iterative Planning Template

With respect to the elements seen so far and the discussion that preceded in this section, we illustrate a possible decomposition of the i*-like rationale diagram for iterative planning. Figure 7 shows such a generic diagram in its canonical form. We refer to scope elements as elements that can be used as a basis for iterative planning. As shown in the picture, the scope element can be the entire EPIC US meaning that the entire theme should be prototyped/developed for the iteration or just a decomposed US meaning that we consider just part of the theme US elements for prototyping/development into that iteration and that the entire theme elements could be validated over multiple iterations. An approach to determine the right scope element could also be to evaluate the number of US points required for the development of the US containing the potential scope element.

Figure 7 presents a generic template that represents a possible approach for iterative content planning of the i*-like rationale diagram developed with the transformation method overviewed in this paper. Prioritization of Epic US for iterative planning can be carried out on the basis of discussion with stakeholders or with a structured approach like in [30], this however remains outside the scope of this paper.

7 A CASE-Tool for Automating the Approach and Round-Tripping between Views

In order to support the edition of US sets on US cards as well as the rationale diagram, we have built an add-on to the cloud version of the Descartes Architect CASE-Tool [1] that, for the present purpose, allows three views:

- the User Story View (USV) to edit US through virtual US cards. Each US element in a dimension must be tagged with a concept of the unified model;
- the Rationale View (RV) to edit rationale diagrams following the specification made in this paper. The graphical elements can be automatically generated from the US defined in the USV; the modeler is then in charge of further editing the links between elements. When changes are made to graphical elements in the RV, the elements are automatically updated in the USV and vice-versa. Indeed they form the same logical element represented in different views;
- the Structural View (SV) to edit a structural agent diagram. This agent architecture is outside the scope of this paper but is also integrated with US elements in the way defined in [29];
- next to this, we can also edit classical UML diagrams.

Once again, as a prerequisite, the set of US needs to be tagged to start the transformation and round-trip between the views. The editing process is continuous.
and intensive over the requirements analysis stage\(^8\) (and to a certain extend over the entire project life cycle). This process is of course fully supported by the tool and leads to automatic updates of complementary views; consistency is ensured by separating the conceptual element in the CASE-Tool memory from its representation in a view.

8 Validity, Threats to Validity, Scalability of the Approach and Future Work

As already evoked, the prerequisite to the use of our approach is to tag the US when setting them up. Nevertheless, in terms of time, the investment is very limited; at maximum a few minutes per US, encoding them in the CASE-Tool included. More time would then be necessary to create and edit the links between US elements in the RV. This is, however, similar to classical modeling. Moreover, we dispose of a clustering algorithm based on US syntax that allows us to make clusters of relating US as a first step in the analysis process. This allows us to start modeling on the basis of clusters of US that are rather similar, which saves considerable time when compared to building rationale trees on the basis of a random organization of US. This allows a more consistent first basis for US elements structuring and grouping.

A few threats to validity could also be evoked and should be clarified in later validation of the work:

– **Accuracy in US tagging could impact the relevancy of the RV.** A study on the perception of US elements’ granularity using the unified model has been performed in [26]. The study distinguished different groups of users from students to software development professionals. The results were better with experienced modelers, but identifying granularity did not lead to major issues in any group with the condition that the set of US was taken as a consistent whole. This indeed allows evaluating the relative links and hierarchy of US elements leading to adequate granularity.

\(^8\) In practice, during requirements analysis some US elements are “retagged” in an ad-hoc manner in later modeling stages. Indeed, the composition of the rationale model mostly leads to reconsider the nature of some elements (of which the granularity and structure were hard to determine when only seen in an isolated manner in the first stages) like in any modeling method.
identification and thus US elements tagging. As “stand alone” elements, granularity identification makes no sense and is nearly random;

- The accuracy of the rationale diagram with respect to the system-to-be. In order to assess the validity of the rationale diagram in the RV view, we will proceed to the following experience. At first, subjects (issued from 3 groups: researchers,
students and business analysts) will be informed about a case and asked to carefully read and tag a set of US. Secondly, these same subjects will be asked to rank their perceived relevancy of 3 rationale diagrams:

- Rationale diagram 1 generated and built from their own tagging of US set (so from the first part of the experiment);
- Rationale diagram 2 generated and built by the tagging of the US set by two main researchers of this paper;
- Rationale diagram 3 purely randomly generated and built out of the US set. The perceived relevancy/validity of the rationale diagrams will then be evaluated by the subjects. Other metrics for the evaluation of rationale diagram will also be envisaged.

Future work also includes the application of the full validation of the technique on more real-life cases. We will notably proceed to a statistical analysis of the stakeholders perception of the relevancy and contribution of the rationale diagram for a project they have worked on. Also, they will be interviewed about the value of the use of the rationale diagram complimentary to the US sets in the agile requirements process.

The technique of transforming a set of US into a rationale diagram is virtually applicable to all sizes of projects. The complexity of the reasoning trees making part of the rationale diagram may then vary from project to project and the larger the number of US, the larger the modeling effort required. The tricky question of scalability can thus legitimately be posed. As evoked previously, our technique could be compared to USM; the latter is applied to projects of any size. Splitting US through their 3 dimensions will induce more modeling effort but using the CASE-Tool will save effort by adding flexibility in model management comparing to build a USM on a board or on the ground as it is the case for larger projects. The tradeoff of using our “transformation” technique with respect to USM must thus be balanced between a stronger US elements links’ identification plus management using a CASE-Tool against a less formal approach where US are written on post-its and presented on a board or on the ground but are organized faster.

Above this, the question of agility may also be raised, i.e. Are we not hampering agility? The willingness is not to revolutionize an entire practice but to add a more formal representation of requirements to be able to better manage requirements across the whole development life cycle so with a positive impact on scalability. We argue that the larger the set of US, the most benefiting should be the rationale analysis because it proposes a structuring and consistent grouping of requirements possibly used as inputs for iteration content planning. That said, we do not believe that the building of the RV has an impact on the agility of the current process. Indeed, we suggest our approach as a side one (but constantly kept consistent with the US set if our CASE-Tool is used). We thus want to provide structure and complementary information that can be used in the fashion that the software development team wishes (not constraining).
In the illustrative example, the sets of US allowed us building a nearly perfect decomposition which is seldom the case in real-life case studies so that the domain analysis not only requires building the links between the elements but also possibly adding some elements so as to introduce new US leading (as already evoked) to a round-trip between the set of US and the rationale diagram rather than an unidirectional transformation process. We consider this as an advantage because it adds consistency to the entire requirement set.

Finally, further studies could be achieved in order to evaluate the value of representing the interaction of the roles in an advanced manner. We can for now only visualize that different roles are possibly involved in the fulfillment of a coarse-grained element and what their specific fine-grained contribution is. We could study the added value of the use of dependencies in the sense defined by the i* strategic dependency diagram.

9 Conclusion

US are often expressed in a very operational manner leading, in huge projects, to an explosion of US’ number, consistency issues and consequently an inherent difficulty to define their hierarchy and consistently plan iterations’ content. Building a visual representation where US elements could be sorted, the links between them could be studied and consistent sets of US elements could be built and represent a useful guidance for the agile modeler and project manager.

Enhancing a unified-model for US templates proposed in previous research, we have suggested in this paper to build a rationale model largely inspired by the i* SR diagram to dispose of such a graphical notation. Epic US containing top-level Task elements and interrelated elements are grouped around sets of Theme US. As an alternative to USM, this construction allows a more accurate US decomposition analysis leading to an elimination of redundant elements as well as a more accurate study of the impact of changing requirements. We also point to the use of consistent sets of US elements for iterative content planning.

To fully support the edition of models, an integrated CASE-Tool has been built. Thanks to its use, a change in one view immediately updates the other ones in order to keep the requirements analysis consistent.

Future validation on more projects will be done in the future, we will also carefully collect user feedback on the relevancy and validity of the approach.
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